**Connecting Cities With Minimum Cost**

**Difficulty: MEDIUM**

**Avg. time to solve**

**10 min**

**Success Rate**

**90%**

**Problem Statement**

**There are ‘N’ cities numbered from 1 to ‘N’ and ‘M’ roads. Each road connectss two different cities and described as a two-way road using three integers (‘U’, ‘V’, ‘W’) which represents the cost ‘W’ to connect city ‘U’ and city ‘V’ together.**

**Now, you are supposed to find the minimum cost so that for every pair of cities, there exists a path of connections (possibly of length 1) that connects those two cities together. The cost is the sum of the connection costs used. If the task is impossible, return -1.**

**Input Format :**

The first line of input contains an integer ‘T’ denoting the number of test cases. Then each test case follows.

The first line of each test case contains two single space-separated integers ‘N’ and ‘M’ denoting the number of cities and roads respectively.

Each of the next ‘M’ lines contains three single space-separated integers ‘U’, ‘V’, and ‘W’ denoting a two-way road between city ‘U’ and ‘V’ of cost ‘W’.

**Output Format :**

For each test case, return an integer denoting the minimum cost.

**Note :**

You don't need to print the output, it has already been taken care of. Just implement the given function.

**Constraints :**

1 <= T <= 50

1 <= N <= 10^4

1 <= M <= 10^4

1 <= W <= 10^3

1 <= U, V <= N

Time Limit: 1 sec

**Sample Input 1 :**

2

5 6

1 2 6

2 3 5

3 4 4

1 4 1

1 3 2

3 5 3

3 1

1 2 4

**Sample Output 1 :**

11

-1

**Explanation Of Sample Output 1 :**

For the first test case, the graph below describes the connection between the cities:

![Example](data:image/png;base64,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)

We can choose the following roads to connect all the cities getting minimum cost:
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And its cost is 1 + 2 + 5 + 3 = 11

For the second test case, there is no way to connect all cities. So print -1.

**Sample Input 2 :**

2

3 3

1 2 1

2 3 2

3 1 3

4 3

1 2 4

2 3 5

3 4 1

**Sample Output 2 :**

3

10

**Explanation Of Sample Output 2 :**

For the first test case, the minimum cost will be 3.

For the second test case, the minimum cost will be 10.

#include<bits/stdc++.h>

void dfs(int i, vector<vector<pair<int, int>>> &graph, vector<bool> &visited) {

    visited[i]=true;

    for (auto x : graph[i]) {

        if (!visited[x.first]) dfs(x.first, graph, visited);

    }

}

int getMinCost(vector<vector<pair<int, int>>> &graph, int n) {

    priority\_queue<pair<int, int>, vector<pair<int, int>>, greater<pair<int, int>>> pq;

    vector<int> key(n, INT\_MAX), parent(n, -1);

    vector<bool> visited(n, false);

    int minCost=0;

    pq.push({0, 0});

    while (!pq.empty()) {

        pair<int, int> top=pq.top();

        pq.pop();

        if (parent[top.second]!=-1 and !visited[top.second]) minCost+=top.first;

        visited[top.second]=true;

        for (auto x : graph[top.second]) {

            if (!visited[x.first] and x.second<key[x.first]) {

                key[x.first]=x.second;

                parent[x.first]=top.second;

                pq.push({key[x.first], x.first});

            }

        }

    }

    return minCost;

}

int getMinimumCost(int n, int m, vector<vector<int>> &connections) {

  //  Write your code here.

    vector<vector<pair<int, int>>> graph(n);

    for (auto x : connections) {

        graph[x[0]-1].push\_back({x[1]-1, x[2]});

        graph[x[1]-1].push\_back({x[0]-1, x[2]});

    }

    vector<bool> visited(n, false);

    int count=0;

    for (int i=0; i<n; i++) {

        if (!visited[i]) {

            count++;

            dfs(i, graph, visited);

        }

    }

    if (count>1) return -1;

    return getMinCost(graph, n);

}